![Logo, company name

Description automatically generated](data:image/png;base64,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)
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SOURCE CODE

#ifndef \_\_FREERTOS\_H\_\_

#define \_\_FREERTOS\_H\_\_

// define the PINs

#define T1\_PIN        18  // Task 1 output signal pin

#define T2\_PIN        2   // Task 2 input measure signal pin

#define T3\_PIN        3   // Task 3 input measure signal pin

#define T4\_ANIN\_PIN   5   // Task 4 analogue input pin

#define T4\_LED\_PIN    0   // Task 4 LED output pin

#define T6\_PIN        4   // Task 6 push button input pin

#define T7\_PIN        1   // Task 7 LED output pin

// Task periods (milliseconds) allotted from assignment 2

#define T1\_P       4

#define T2\_P       20

#define T3\_P       8

#define T4\_P       20

#define T5\_P       100

#define T6\_P       10

#define T7\_P       8

// Task parameters

#define BAUD\_RATE    9600 // Baud rate for serial communication

#define T2\_TIMEOUT   3100 // Timeout value in us for the pulseIn() function used in task 2

#define T2\_MINFREQ   333 // The minimum frequency of the waveform in task 2 in Hz

#define T2\_MAXFREQ   1000 // The maximum frequency of the waveform in task 2 in Hz

#define T3\_TIMEOUT   2100 // Timeout value in us for the pulseIn() function used in task 3

#define T3\_MINFREQ   500  // The minimum frequency of the waveform in task 3 in Hz

#define T3\_MAXFREQ   1000 // The maximum frequency of the waveform in task 3 in Hz

#define NUM\_L        4    // The length of the array used for storing past measurements in task 4

#define T4\_TH        2048 // The threshold value for turning on the LED in task 4

#define T5\_MIN       0    //  The lower bound of the range in task 5

#define T5\_MAX       99   // The upper bound of the range in task 5

// Define typedefs for commonly used integer types

typedef unsigned char uint8;

typedef unsigned int uint16;

typedef unsigned long uint32;

// Define a struct to hold task 2 and task 3 frequencies

typedef struct Freqs {

  double freq\_t2;

  double freq\_t3;

  } Freqs;

// Function Prototypes for each task

  void task1(void \*pvParameters);

  void task2(void \*pvParameters);

  void task3(void \*pvParameters);

  void task4(void \*pvParameters);

  void task5(void \*pvParameters);

  void task6(void \*pvParameters);

  void task7(void \*pvParameters);

  #endif  // \_\_FREERTOS\_H\_\_

  // Macro for converting the period in microseconds to the frequency in Hertz

  #define periodToFreq\_us(T) (1 / (T / 1000000))

  // Macro for converting FreeRTOS ticks to real-time milliseconds

  #define waitTask(t) (vTaskDelay(t / portTICK\_PERIOD\_MS))

  // Define the core used by Arduino

  #if CONFIG\_FREERTOS\_UNICORE

  #define ARDUINO\_RUNNING\_CORE 0

  #else

  #define ARDUINO\_RUNNING\_CORE 1

  #endif

  // Data structure & semaphore for storing task 2 & 3 frequencies

  Freqs freqs;

  SemaphoreHandle\_t freqSem;

  QueueHandle\_t btnQueue;   // Queue handling for the tasks

  uint16 anIn[NUM\_L];   // Array for storing previous analog measurements

  uint8 currInd;       // Current index value mapped to overwrite in anIn[]

  void setup() {

    Serial.begin(BAUD\_RATE);

  // Define pin inputs/outputs

  pinMode(T1\_PIN, OUTPUT);

  pinMode(T2\_PIN, INPUT);

  pinMode(T3\_PIN, INPUT);

  pinMode(T4\_ANIN\_PIN, INPUT);

  pinMode(T4\_LED\_PIN, OUTPUT);

  pinMode(T6\_PIN, INPUT);

  pinMode(T7\_PIN, OUTPUT);

  // Initialise task 4 analog input array with 0's

  currInd = 0; // current index of array

  for (uint8 i = 0; i < NUM\_L; i++) { // loop through the array with size NUM\_L

    anIn[i] = 0; // set array value at i to 0

    }

  // Initialise task 2 & 3 frequencies to 0

  freqs.freq\_t2 = 0; // set task 2 frequency to 0

  freqs.freq\_t3 = 0; // set task 3 frequency to 0

  freqSem = xSemaphoreCreateMutex(); // create mutex semaphore for tasks 2 and 3

  //create a semaphore for task 6 button input to prevent conflicts

  btnQueue = xQueueCreate(1, sizeof(uint8));

  // allocate the stack size of each task

  xTaskCreate(task1,"task1",512,(void\*) 1,3,NULL);//create task 1 with name "task1" and priority 3

  xTaskCreate(task2,"task2",512,(void\*) 1,2,NULL);// create task 2 with name "task2" and priority 2

  xTaskCreate(task3,"task3",512,(void\*) 1,3,NULL);// create task 3 with name "task3" and priority 3

  xTaskCreate(task4,"task4",512,(void\*) 1,2,NULL);// create task 4 with name "task4" and priority 2

  xTaskCreate(task5,"task5",512,(void\*) 1,1,NULL);// create task 5 with name "task5" and priority 1

  xTaskCreate(task6,"task6",512,(void\*) 1,1,NULL);// create task 6 with name "task6" and priority 1

  xTaskCreate(task7,"task7",512,(void\*) 1,1,NULL);// create task 7 with name "task7" and priority 1

  }

  // Period = 4ms / Rate = 250Hz

  void task1(void \*pvParameters) {

    (void) pvParameters;

     TickType\_t xLastWakeTime = xTaskGetTickCount();

     for (;;) {

        // Generate waveform for task 1

        digitalWrite(T1\_PIN, HIGH);// Set T1\_PIN to HIGH

        vTaskDelayUntil(&xLastWakeTime, 1 / portTICK\_PERIOD\_MS);// Delay for 1 ms

        digitalWrite(T1\_PIN, LOW);// Set T1\_PIN to LOW

        vTaskDelayUntil(&xLastWakeTime, 1 / portTICK\_PERIOD\_MS);// Delay for 1 ms

        digitalWrite(T1\_PIN, HIGH);// Set T1\_PIN to HIGH

        vTaskDelayUntil(&xLastWakeTime, 1 / portTICK\_PERIOD\_MS);// Delay for 1 ms

        digitalWrite(T1\_PIN, LOW);// Set T1\_PIN to LOW

        vTaskDelayUntil(&xLastWakeTime, 1 / portTICK\_PERIOD\_MS);// Delay for 1 ms

        waitTask(T1\_P);// Wait for the synchronization signal before repeating the loop

        }

        }

  // Period = 20ms / Rate = 50Hz-Generate frequency for task2

  void task2(void \*pvParameters) {

    (void) pvParameters;

    TickType\_t xLastWakeTime = xTaskGetTickCount();

    for (;;) {

      // Measure frequency of waveform on T2\_PIN

      uint32\_t pulseStartTime = micros(); // Record the time when the signal goes HIGH

      uint32\_t pulseEndTime = 0; // Time when the signal goes LOW

      while (digitalRead(T2\_PIN) == HIGH) {// Wait for the signal to go LOW

        pulseEndTime = micros(); // Record the time when the signal goes LOW

        }

        float pulseDuration = pulseEndTime - pulseStartTime;//Compute the duration of the pulse

        float frequency = 1000000.0 / pulseDuration; // Compute the frequency in Hertz (Hz)

        Serial.println(frequency); // Print the frequency to the serial monitor

        if (xSemaphoreTake(freqSem, portMAX\_DELAY) == pdTRUE) {

          xSemaphoreGive(freqSem); // Release the frequency semaphore

          }

          // Delay the task until the next 10-millisecond tick

          vTaskDelayUntil(&xLastWakeTime, 10 / portTICK\_PERIOD\_MS);

          // Wait for the synchronization signal before repeating the loop

          waitTask(T2\_P);

          }

          }

  // Period = 8ms / Rate = 125Hz-Generate frequency for task3

  void task3(void \*pvParameters) {

    (void) pvParameters;

    TickType\_t xLastWakeTime = xTaskGetTickCount();

    for (;;) {

      // Measure the period when the signal is HIGH

      uint32\_t pulseStartTime = 0; // Time when the pulse starts

      uint32\_t pulseEndTime = 0; // Time when the pulse ends

      uint32\_t pulseDuration = 0; // Duration of the pulse

      while (digitalRead(T3\_PIN) == LOW) {

       // Wait for the signal to go HIGH

        }

        pulseStartTime = micros(); // Record the time when the signal goes HIGH

        while (digitalRead(T3\_PIN) == HIGH) {

          // Wait for the signal to go LOW

          }

          pulseEndTime = micros();// Record the time when the signal goes LOW

          pulseDuration = pulseEndTime - pulseStartTime;// Compute the duration of the pulse

          float frequency = 1000000.0 / (pulseDuration \* 2); // // Compute the frequency in Hz

          Serial.println(frequency); // Print the frequency to the serial monitor

          if (xSemaphoreTake(freqSem, portMAX\_DELAY) == pdTRUE) {

            xSemaphoreGive(freqSem);//Release the frequency semaphore

            }

            // Delay the task until the next 10 millisecond tick

            vTaskDelayUntil(&xLastWakeTime, 10 / portTICK\_PERIOD\_MS);

            // Wait for the synchronization signal before repeating the loop

            waitTask(T3\_P);

            }

            }

  // Period = 20ms / Rate = 50Hz-Task 4 using Potentiometer

  void task4(void \*pvParameters) {

    (void) pvParameters;

    TickType\_t xLastWakeTime = xTaskGetTickCount();

    uint32\_t sum = 0;// Accumulator for computing moving average

    uint32\_t average = 0;// Moving average of analog signal

    uint16\_t count = 0;// Number of samples in the moving average

    for (;;) {

      // Read analog signal and update moving average

      uint16\_t reading = analogRead(T4\_ANIN\_PIN);

      // When we have enough samples, compute the average, and reset the sum and count

      sum += reading;

      count++;

      if (count == NUM\_L) {

        average = sum / count;

        sum = 0;

        count = 0;

        }

        // Turn on the LED if the average is above a threshold

        digitalWrite(T4\_LED\_PIN, (average > T4\_TH));

        // Delay the task until the next 10 millisecond tick

        vTaskDelayUntil(&xLastWakeTime, 10 / portTICK\_PERIOD\_MS);

        // Wait for the synchronization signal before repeating the loop

        waitTask(T4\_P);

        }

        }

  // Period = 100ms / Rate = 10Hz

  //Task 5 print the freq T2 and T3 in the serial port.

  void task5(void \*pvParameters) {

    (void) pvParameters;

    TickType\_t xLastWakeTime = xTaskGetTickCount();

    for (;;) {

      // Check if frequency semaphore is available

      if (xSemaphoreTake(freqSem, portMAX\_DELAY) == pdTRUE) {

        // Map frequencies from 333Hz & 500Hz - 1000Hz to 0 - 99

        int normFreqT2 = (freqs.freq\_t2 - T2\_MINFREQ) \* 99 / (T2\_MAXFREQ - T2\_MINFREQ);

        int normFreqT3 = (freqs.freq\_t3 - T3\_MINFREQ) \* 99 / (T3\_MAXFREQ - T3\_MINFREQ);

        //Print normalized frequencies to the serial monitor

        Serial.print(normFreqT2);

        Serial.print(",");

        Serial.println(normFreqT3);

        // Release frequency semaphore

        xSemaphoreGive(freqSem);

        }

          // Delay the task until the next 100 millisecond tick

        vTaskDelayUntil(&xLastWakeTime, 100 / portTICK\_PERIOD\_MS);

        // Wait for the synchronization signal before repeating the loop

        waitTask(T5\_P);

        }

        }

  // Period = 10ms / Rate = 100Hz

  //Task 6-monitor the digital input using pushbutton

  void task6(void \*pvParameters) {

    (void) pvParameters;

    TickType\_t xLastWakeTime = xTaskGetTickCount();

    for (;;) {

      // Read button state on T6\_PIN

      uint8 btn = digitalRead(T6\_PIN);

      // Send button state to btnQueue without blocking

      xQueueSend(btnQueue, &btn, 0);

      // Delay the task until the next 10 millisecond tick

      vTaskDelayUntil(&xLastWakeTime, 10 / portTICK\_PERIOD\_MS);

      // Wait for the synchronization signal before repeating the loop

      waitTask(T6\_P);

      }

      }

  // Period = 8ms / Rate = 125Hz

  //Task 7 -control LED  toggled by a push button

  void task7(void \*pvParameters) {

      (void) pvParameters;

      TickType\_t xLastWakeTime = xTaskGetTickCount();

      for (;;) {

      // Check for the button state in the queue

        uint8 btn = 0;

        if (xQueueReceive(btnQueue, &btn, 0) == pdTRUE) {

          // If the button state is received, set the state of T7\_PIN

          digitalWrite(T7\_PIN, btn);

          }

          // Delay the task until the next 10 millisecond tick

          vTaskDelayUntil(&xLastWakeTime, 10 / portTICK\_PERIOD\_MS);

          // Wait for the synchronization signal before repeating the loop

          waitTask(T7\_P);

          }

          }

        void loop() {}

**Explanation of the code:**

The code sets up the necessary parameters and functions to run seven tasks concurrently in the **FreeRTOS environment**. The PINs, task periods, and task parameters are defined in the system. The typedefs are defined for uint8, uint16, and uint32 data types, and a data structure Freqs for storing task 2 and 3 frequencies. The #define periodToFreq\_us(T) macro is defined to convert the period in microseconds to the frequency in Hertz. The #define waitTask(t) macro is defined to delay the task by t milliseconds. The freqs data structure holds the current frequency values for task 2 and task 3. freqSem is a semaphore for accessing the freqs structure, and btnQueue is a queue used for passing button state values between task 6 and task 7.

The setup function initializes the serial communication, pin modes, analog input array, frequency variables, semaphore mutex, and button queue. It then creates the seven tasks with appropriate stack sizes. It also initializes the analog input array for Task 4 and sets the initial frequency values for Task 2 and Task 3 to 0. The xTaskCreate() function is used to create and start each task in the system with their respective task functions, stack sizes, and priorities.

**Task 1:**

Task 1 generates waveform on T1\_PIN using the digitalWrite() function. The T1\_PIN is set to HIGH; the delay is viewed for 1 ms using vTaskDelayUntil(), set T1\_PIN to LOW with delay for 1 ms and so on. The waitTask() is used to wait for the synchronization signal before repeating the loop, to ensure that all tasks run in sync. The TaskDelayUntil() function is used to delay the task until the next tick, which ensures that the loop runs at a fixed rate.

**Task 2 and Task 3**

Tasks 2 and 3 use digitalRead() to measure the frequency of the waveform on T2\_PIN and T3\_PIN respectively. The while loop waits for the signal to go LOW and micros() to record the end time of the pulse. The duration of the pulse is computed as pulseDuration = pulseEndTime - pulseStartTime and frequency are measured as frequency = 1000000.0 / pulseDuration. The serial.println() is used to print the frequency to the serial monitor. The code uses xSemaphoreTake() to wait for the freqSem semaphore, which is released by the Interrupt Service Routine that reads the frequencies from T2\_PIN and T3\_PIN.

xSemaphoreGive() function release the semaphore after the frequencies are read. The vTaskDelayUntil() is used to delay the task until the next 10 millisecond tick, which ensures that the loop runs at a fixed rate. The waitTask() is used to wait for the synchronization signal before repeating the loop, to ensure that all tasks run in sync.

**Task 4:**

Task 4 uses an accumulator sum to compute a moving average of the analog signal. A counter is used to count and keep track of the number of samples in the moving average. Once count reaches the value of NUM\_PARAMS, the moving average is calculated as sum / count and reset both sum and count to 0. The digitalWrite() function sets the state of T4\_LED\_PIN based on whether the moving average is above the threshold TASK4\_TH.

The function vTaskDelayUntil() is to delay the task until the next 10 millisecond tick, which ensures that the loop runs at a fixed rate. The waitTask() is used to wait for the synchronization signal before repeating the loop, to ensure that all tasks run in sync.

**Task 5:**

Task 5 uses xSemaphoreTake() to wait for the freqSem semaphore, which is released by the ISR that reads the frequencies from T2\_PIN and T3\_PIN. If the semaphore is available, the integer arithmetic performs normalising the frequencies to a range of 0 to 99. The normalized frequencies are printed using the serial monitor. vTaskDelayUntil() function is used to delay the task until the next 100 millisecond tick, which ensures that the loop runs at a fixed rate. The waitTask() waits for the synchronization signal before repeating the loop, to ensure that all tasks run in sync.

**Task 6:**

Task 6 uses digitalRead() to read the button state on T6\_PIN. xQueueSend() is used to send the button state to btnQueue without blocking, and it is assumed that btnQueue has enough free space to store the button state. vTaskDelayUntil() is used to delay the task until the next 10 millisecond tick, which ensures that the loop runs at a fixed rate. The waitTask() is to wait for the synchronization signal before repeating the loop, to ensure that all tasks run in sync.

**Task 7:**

In Task7 xQueueReceive() function is to receive a button state from btnQueue without blocking since it is assumed that btnQueue has at least one item in it. If a button state is received, the digitalWrite() is used to set the state of T7\_PIN accordingly. The vTaskDelayUntil() function delays the task until the next 10 millisecond tick, which ensures that the loop runs at a fixed rate. The waitTask() waits for the synchronization signal before repeating the loop, to ensure that all tasks run in sync.

1. How did you decide to set the priorities of your FreeRTOS tasks? Why?
2. How did you protect access to the global structure? Why?
3. What tests did you perform to check whether all the RT requirements of assignment #2 are respected in this new implementation using FreeRTOS? Make sure to describe these tests in detail, providing evidence of the results of any tests you have performed, if any.
4. What is the worst-case delay (response time) between the time the push button is pressed and the time the LED is toggled? Justify your answer.
5. How does your FreeRTOS implementation compare with the custom cyclic executive system you implemented for assignment #2? Is the performance different? Which is easier to implement, and maintain? Which is easier to adjust given a change in requirements to the system? What other differences do you notice?